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Abstract 

Online video games are executed on edge devices that are limited in power, battery, and computation 

constraints. So, it is necessary to offload the tasks of these games to some other devices as the games 

cannot bear latency. Offloading a task to the cloud is the default choice but increases the latency and 

cost. To overcome these factors, a system based on the heuristic algorithm and fuzzy logic (FL) 

methodology is proposed for resource measurement at an edge node which offloads the tasks of 

games to other available edge devices in the edge network. A FL system will estimate parameters like 

battery, power, and memory of the device and generates the output showing whether to offload or 

keep the game on the device, the heuristic algorithm will find the best device for offloading by 

comparing the parameters of the available devices. Based on current research, the proposed system is 

applicable and it can be a remarkable addition to the research community and industry in the era of 

IoT games executing in an edge computing environment. 

 

Index Terms—Edge Computing, offloading, fault tolerance.  
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I. INTRODUCTION 

  With the growth of Information Technology, the number of 

IoT devices is increasing every day. The Internet of Things 

(IoT) is a network of physically addressable objects that may 

interact and communicate with one another using the Internet 

as their common platform. Sensors, actuators, cloud services, 

protocols, and layers are just a few of the components that 

make up IoT architecture. The architecture of IoT for gaming 

consists of three layers as shown in Figure 1. Different levels 

of processing, sensing, and actuation capabilities are 

available for these things. [1].  

There are various applications of IoT. Smart cities, smart 

rooms, smart agriculture systems, etc. are being used to 

facilitate human beings. It is estimated that by the end of 

2030, the number of IoT devices will increase to 29.4 billion 

[2]. Applications running on IoT devices require 

communication technologies as well as the availability of a 

reliable and high-speed internet connection. It includes 

Augmented Reality (AR), Online Video games, and Video 

Streaming [3]. The IoT devices are limited in processing, 

storage, and battery constraints, it is necessary to offload the 

tasks of applications to some other nearby devices (edge 

devices), fog devices, or cloud devices for the smooth 

execution of tasks. 

IoT devices having inadequate battery, power, and 

computation resources, execute their applications on cloud 

and fog. When an application is being executed on these 

devices, it is checked and measured periodically for battery, 

memory, and storage constraint. If anyone of the constraint is 

running out, the tasks of the application are shifted to the 

cloud or fog. If it requires high computation, then it is 

offloaded to the cloud. But if the device is losing power, the 

tasks are sent to fog instead of the cloud [4]. For example, if a 

person wearing a smartwatch is running, all the sensors sense 

the data and send it to the cloud or fog. The operations are 

performed on these sides and the results are sent back to the 

devices. 

 

 

Figure 1: Games and IoT 

Cloud computing is considered the most promising technique 

to tackle the massive growth of IoT devices in processing, 

storage, and resource constraints as it provides pay-as-you-go 

and on-demand resources. IoT devices that are limited in 

battery and computation constraints, offload their tasks to the 

cloud. However, resources in cloud computing are centrally 

located at a distance from the normal IoT devices that 

generate significant amount of data needs to be processed and 

delivered in real-time [5].  Offloading tasks to the cloud are 

not feasible for applications that are concerned with low 

latency because offloading tasks to the cloud devices 

increases the latency [6]. Moreover, it also increases the cost 

because the cloud has to maintain a large data center to 

provide the resources for computation and storage [7]. 

Therefore, tasks that require low latency are offloaded to 

nearby edge devices. 

Fog computing is the solution to increase latency in cloud 

computing. It brings the cloud services near the edge devices. 

The IoT devices that require low latency, offload their tasks 

to fog. It serves as a filter between cloud and edge devices. 

Offloading is only the most important data to the cloud after 

being filtered at the edge. Latency and bandwidth problems 

associated with cloud computing are addressed using fog 

computing by bringing cloud services closer to edge devices 

[8]. The cost is increased because the task management 

design is sophisticated even though it improves network 

efficiency and reduces latency. Cloud and fog computing's 

drawbacks are overcome via edge computing. Edge 

computing provides an enormous number of devices that are 

very close to the IoT devices to decrease latency. In edge 

computing, large files are not uploaded/downloaded. 

Moreover, the pre-execution of tasks is not done, thus the 

overall performance and delay time of the applications are 

decreased [9], [10] the tasks are offloaded to the other edge 

devices based on some parameters and these parameters are 

measured using fuzzy logics. 

The Fuzzy Logic (FL) provides reasoning which resembles 

how our brains operate more closely. It aims to simplify 

difficult problems to a level that is understandable. This helps 

to characterize the system's uncertainty and imprecision so 

that the imprecise information can be defined more logically 

and understandably [11]. FL rules are designed based on 

some parameters e.g., battery, memory, processing, etc. Then 

linguistic variables are assigned to these rules. The resources 

are measured based on these variables and offloading 

decisions are made. For their research work the fuzzy logic is 

used to detect the node contention or the bottleneck to decide 

about the offload. This architecture of the fuzzy logic based 

system is provided in Figure 2. 
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Figure 2: Architecture of fuzzy logic system [26] 

 

Video games are one of the most complicated applications 

because of the real-time constraints and high processing 

demands. They require much computation and processing as 

they display the streaming video in a real-time manner while 

mobile or edge devices do have not much computation and 

processing power to execute high-intensity video games 

efficiently. Cloud gaming, which executes the entire game on 

specialized cloud servers, is one approach to this problem. 

The video is encoded and transmitted to the device by the 

servers after the game has finished rendering. [12]. But this 

increases the latency and the costs will be too high. 

The proposed approach aims to offload the tasks of video 

games to high-computation edge devices. So, to decrease the 

delay time and for efficient utilization of the edge nodes, the 

tasks of the application (Online video game) are divided into 

a finite number of sets and are offloaded to the nearby 

high-computation edge devices. The tasks of video games are 

dependent. As it is an NP-hard problem, dependent tasks are 

offloaded using a heuristic approach [13]. The offloading is 

done based on some parameters (RAM, battery of mobile 

devices, CPU utilization, and mobility). The proposed 

approach adopts the fuzzy logic method to take decisions, on 

where to offload the tasks. This fuzzy logic works on the 

parameter mentioned above. Then these tasks are offloaded 

to the nodes based on the mentioned algorithm. Moreover, an 

architecture that includes the required components will be 

proposed. 

To reduce the latency, a heuristic algorithm and fuzzy 

logic-based system is proposed. The fuzzy logic system will 

check the device parameters and checks if there is need of 

offloading. If offloading is required then the heuristic 

algorithm will check out the best device for offloading based 

on some parameters and then the game will be offloaded to 

that device. 

II. LITERATURE REVIEW 

These exist literature related to offloading, fault tolerance, 

edge computing environment and game execution. These 

previous research works assumes an application's tasks are 

independent from each other to reduce the dependencies and 

simplify offloading mechanism. But at real there exist 

dependencies between different tasks of and application. The 

predecessor has to complete its processing before the next 

dependent task. To handle these dependencies some authors 

used the call gap between different modules of the 

application which indicates the tasks that are dependent need 

some time to wait [14]. Scheduling for the applications 

having interdependencies between tasks is a tough one [15], 

[16]. 

 Authors in [17] used priority queues where all of the tasks 

are completed orderly. The work in [18] proposes designing a 

cost-efficient system for offloading different tasks of 

multiple user based environment. This type of environment is 

common in games. The system in [18] also proposed to use 

heuristic offloading algorithm to reduce the cost making it 

cost effective for the constraint based environment. After the 

first task next offloading of tasks is based on the remaining 

energy of the relative node making the system to choose from 

high-cost devices to low-cost devices in term of energy 

reducing the system costs and ensuring energy requirement 

and completion time requirements.  

Edge-cloud offloading is common and the independent task 

offloading is proposed by [19]. They targeted to reduce the 

time by using the fuzzy logic to schedule the task based on 

the device test using the fuzzy rules. Their task scheduling 

algorithm compares the capacity of the resource upto some 

thresh-hold values and decide to offload task once the 

threshold meets. The simulated results show that independent 

tasks were offloaded successfully. However, there exist lack 

of studies that have some mechanism to offload the tasks of 

the video games. The processing environment of games is 

somewhat different from the normal applications as these are 

normally online and multiplayers can also involve making 

the task dependencies different from normal application. It is 

highly required to model such scenario as the games are 

getting more famous. Currently game playing and developing 

is having high trends in the computing world.  

A. Offloading to Fog Devices 

Unlike edge cloud offloading, the fog have resources and 

can afford offloading to these devices and they can execute 

the task on behalf of the cloud. The research work [20] have 

discussed the fog nodes are small but have computation 

resources and some IoT device can offload tasks to the fog 

node. Down-link Non-Orthogonal Multiple Access (NOMA) 

is applied for efficient offloading. Using their methodology, a 

single IoT device can offload to some or multiple fog devices. 

The work in [21] considers uplink NOMA to offload to an 

edge device that is not considered previously, however they 

have not considered processing limitation of the nodes as the 

assumed unlimited processing which is not possible at 

real-time. Additionally, they care the profit of transferring a 

single task leading this to calculate the profit that is short 

term.  

Authors in [24], presented a method to offload that 

improves the functionality of games using the Unity 3D 

environment. The game objects are offloaded to the edge 

server, game object frames that are rendered on the server 

based on some heuristic algorithm to play the game. These 

frames can be transfer back to the mobile. Their focus is onl 
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to run the game the latency handling is not perfumed. Authors 

in [25] have discussed the latency reduction. They used 

common algorithms. The results show that DPSO is better 

task migration algorithm and more appropriate low latency 

applications like games.  

B. Centralized and Distributed Task Offloading 

Offloading decision can be processed in centralized or in 

distributed for edge computing environment. For centralized 

offloading [27] [28] a multiuser task offloading strategy is 

proposed by authors in [27], and centralized job offloading is 

advised in [28] ro reduce overall energy consumption the 

solution is based on deep-learning. However, the user 

satisfaction is not considered for the former approaches. 

Industrial IoT-Edge-Cloud computing scenarios multi-hop 

cooperative computation offloading is proposed for the case 

of distributed offloading by Hong et al. [29]. Wang et al. [30] 

used deep-learning to study the offloading problem and 

resource allocation. In general the recent research unable to 

cover effects of offloading within the edge computing 

environment and between the edge nodes themselves. 

Resource allocation and offloading for three-way 

round-robin game with many uses and edge nodes is 

proposed by [31]. Their design involves a service-oriented 

resource allocation method for the edge computing 

environment. Gu et al. [32] suggested student project 

allocation game strategy based on matching game. These 

research papers take into account the issue related to resource 

allocation between users and edge nodes but some offloading 

mechanism is missing. 

Table 3.1 represents the limitations that we have found in 

our study. The authors in [18] have used the heuristic 

algorithm and relative energy consumption approach for 

offloading. But they have made offloading from edge to 

cloud with the aim to reduce the system cost but offloading to 

the cloud actually increases the cost.  offloading from edge to 

fog has been done in [20] however they do not focus on 

reducing the latency. The creation of a virtual machine using 

libraries and compiler (NDK) for offloading is proposed in 

[23], which is created on the cloud and ultimately increases 

latency as well as cost. We have proposed the offloading 

between edge devices. that will not only decrease the latency 

but will reduce the cost for the systems where cost is a major 

factor. 

III. METHODOLOGY  

A. The Fuzzy Logic System 

The input given to the fuzzy logic system is CPU 

utilization, memory utilization, and battery usage. Using the 

Python library psutil, the values are taken directly from the 

system and given to the fuzzy logic system as input, and a 

fuzzy value for offloading is generated. 

In fuzzy logic-based task offloading, data analysis is 

typically performed using a combination of methods and 

tools to handle fuzzy sets and decision-making processes. 

Here are some commonly used methods and tools for data 

analysis in fuzzy logic-based task offloading: 

1. Fuzzy Sets and Membership Functions: these are the 

basic concepts in fuzzy logic. It represents and quantify 

linguistic variables and their degrees of membership in a 

fuzzy set. Membership functions define the shape and 

Table 1 : Comparative study 

Paper  Algorithm  Approach  Latency 

based 

offloading  

Device 

heterogeneity  

Cloud/  

Edge/  

Fog  

Limitations  

[18]  Heuristic 

Algorithm  

Relative energy 

consumption  

No  Yes   Edge to 

Cloud  

 Only focuses on 

reducing the system 

cost.  

[19]  Fuzzy logic 

algorithm  

Fuzzy logic 

system  

Yes   No  Edge to 

Cloud  

Only focuses on  

independent tasks.  

[20]  Lyapunov 

optimization 

-based 

algorithm  

Downlink  

NOZMA  

No   Yes   Edge to 

Fog   

Only focuses on 

offloading to fog 

devices.  

 [21]   Lagrange dual  

methodbased 

algorithm  

Uplink  

NOMA  

No   -  Edge to 

Fog  

Only focuses on 

offloading a  

single task to 

limited  

computation 

devices.  

[23]  Creates  

Virtual  

Machine  

Library &  

Compiler  

(NDK)  

No  No  Cloud  Increased latency  

[24] Heuristic 

algorithm  

RPC and GVSP  No   Yes   Cloud   Focuses just 

increasing  

game capacity, 
latency is not 

handled.  
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characteristics of fuzzy sets, enabling the modeling of 

uncertain and imprecise data. 

2. Fuzzy Logic Systems: These are used to process fuzzy 

rules and make decisions based on fuzzy logic. They consist 

of fuzzification, rule evaluation,and defuzzification stages. 

Fuzzification changes crisp input data to fuzzy sets, a 

membership function is used. Rule evaluation applies fuzzy 

rules to the fuzzy inputs and produces fuzzy outputs. 

Defuzzification changes back the fuzzy output to crisp for the 

decision. 

3. Rule-based Reasoning: Rule-based reasoning is a key 

component of fuzzy logic-based task offloading. It involves 

defining a set of fuzzy rules that describe the relationship 

between input variables (such as CPU utilization, memory 

utilization and battery) and the offloading decision status 

(Offload, Keep). These rules are based on expert knowledge 

and domain-specific considerations. The rules are typically 

expressed using "IF-THEN" statements, where the 

antecedent (IF part) specifies the conditions, and the 

consequent (THEN part) determines the offloading decision. 

4. Toolkits and Libraries: There are several toolkits and 

libraries available that provide functionality for working with 

fuzzy logic and performing data analysis in fuzzy systems. 

Some popular ones include: 

  

1. Scikit-Fuzzy: A Python library that provides a wide range 

of fuzzy logic tools, including fuzzy sets, membership 

functions, fuzzy inference systems, and defuzzification 

methods. 

2. Psutil Python Library: This Python library is used to 

utilize real-time values of the fuzzy logic input variables like 

CPU utilization, memory utilization, and battery from the 

device dynamically. 

3. Matplot Library: This Python library is used to generate 

graphs with different graph styles for visual representation. 

We used this library for plotting the real-time system stats 

and comparison graphs. 

The datasets consist of the input variables for the fuzzy logic 

system and devices for the heuristic algorithm. There are 3 

input variables used as datasets in this research work. In 

fuzzy logic-based systems, datasets consist of input variables 

and corresponding output variables. In the case of task 

offloading, where fuzzy logic is used, the dataset may include 

input variables such as CPU utilization, memory utilization, 

and battery life. These variables provide information about 

the current state of the system and help determine the 

offloading decision. 

In Table 2, each row represents a specific observation or 

instance within the dataset. The dataset captures various 

combinations of input variables and their corresponding 

achieved results. The columns in the table represent the input 

variables, including CPU utilization, memory utilization, and 

battery life. Each value within the table corresponds to the 

respective variable's measurement or observation for a 

specific instance. 

The dataset encompasses a diverse range of instances, 

encompassing different system states at various points in 

time. These instances can be collected through measurements 

or simulations, enabling the representation of a 

comprehensive set of system states and their associated 

values for CPU utilization, memory utilization, and battery 

life. 

Table 2: Dataset for input variables 

CPU (%) Memory (%) Battery (%) 

59 50 20 

20 80 68 

70 25 23 

65 60 90 

45 30 100 
 

IV. PROPOSED ARCHITECTURE  

The architecture diagram of our work is shown in Figure 3. 

This architecture is the implementation of the proposed work 

in which the gaming devices and edge nodes are connected 

with each other through a central layer which is the edge 

manager. The edge manager monitors the devices and 

manages the services of the nodes based on the data collected 

by these nodes. The detail of the components of the 

architecture and their interaction is given below; 

 
Figure 3: Architecture of Proposed Work 

A. Edge Manager 

Edge Manager (EM) is a centralized component that is 

responsible for planning, managing, and deploying the 

application services in the Edge-Edge system. In order to 

know the status of system resources (such as available and 

used), the number of edge devices, the tasks performed by 

their applications, and the offloading of game tasks, EM 

communicates with other architectural components. The 

components of EM are Application Manager, Infrastructure 

Manager, and Planner. EM is an independent entity and keeps 

all the edge nodes in its control to manage them. 
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1) Application Manager 

It manages all the game applications that run on an edge 

device or mobile device. It keeps a record of all the game 

requirements including memory, CPU Utilization, latency 

constraints, etc. 

2) Infrastructure Manager 

It is key component of all the physical components of the 

Edge-Edge system. Like processors, IoT devices, and 

network devices for all the edge nodes. It provides the detail 

of the utilization of all the physical components of the EM. 

3) Planner 

This component mainly monitors the game tasks, detect the 

tasks failures due to the shortage of resources and make the 

offloading plans according to the need. The task offloading 

method that is being discussed in this study operates on this 

component and sends its output to the EM for execution. 

B. Fuzzy Logic System 

This module will determine the appropriate place to offload 

the gaming tasks by collecting information related to 

offloading tasks and CPU utilization. The description of the 

process of the fuzzy logic system is as follows: 

1) Fuzzy Input Variables 

Here for the fuzzy system the necessary inputs are defined. 

The required inputs are edge node CPU utilization,  the 

battery of the edge device, and the memory of the edge node. 

We represented all these variables as linguistic variables: 

Low, Medium, and High as shown in Figure 4. These 

categories show the dynamic shift in the characteristics of the 

Edge-Edge architecture and applications' offloaded 

responsibilities. 

 

Figure 4: Proposed Fuzzy Logic System 

a) CPU Utilization 

This parameter represents the current utilization level of the 

CPU of the edge device on which the game is being executed. 

By this parameter, we can know about the capacity of that 

node. If it is highly utilized, then the tasks of the game needed 

to be offloaded to another edge device, having maximum 

resources to execute those tasks. 

b) Battery Usage 

This parameter represents the current battery level of the edge 

device on which the game is being executed. By this 

parameter, we can know about the remaining battery time of 

that node. If the battery of the device is running out, then the 

tasks of the game will be shifted to some other device with a 

high battery level so that the game tasks can be executed 

efficiently to reduce the latency. 

c) Memory Utilization 

This parameter refers to the current storage level of the edge 

device on which the game is being executed. By this 

parameter, we can know about the remaining memory of that 

node. If the storage capacity of the device is running out, then 

the tasks of the game need to be shifted to some other device 

with a higher storage capacity so that the latency can be 

reduced and the game tasks can be executed efficiently. 

2) Fuzzification 

In this stage, all the required values will be given as numeric 

input to the fuzzifier, then all these values will be assigned to 

the related linguistic variable in membership functions (e.g., 

Low, Medium, High), after that the fuzzy variables of all the 

parameters will be combined and evaluated in the fuzzy 

rules-base. This will produce the output known as the 

de-fuzzification. 

a) Fuzzy Membership Functions 

For each fuzzy input variable, the linguistic variable is 

quantified using the fuzzy membership function. In this 

work, we have used three functions. CPU Utilization, Battery 

Usage, and Memory Utilization have three variables (Low, 

Medium, and High). The membership function for CPU 

Utilization is shown in Figure 5. The values (0,15,35) show 

the Low linguistic variable, the Medium linguistic variable is 

shown by values (25,45,65), and the values (55,80,100) 

represent the High linguistic variable for CPU Utilization. 

The membership function for Battery Usage is shown in 

Figure 6. The values (0,15,35) show the Low linguistic 

variable, the Medium linguistic variable is shown by values 

(25,45,65), and the values (55,80,100) represent the High 

linguistic variable for Battery usage. The membership 

function Memory Utilization is shown in Figure 7. The 

values (0,15,35) show the Low linguistic variable, the 

Medium linguistic variable is shown by values (25,45,65), 

and the values (55,80,100) represent the High linguistic 

variable for Memory Utilization. 

 
Figure 5:Membership Function for CPU Utilization 
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Figure 6: Membership Function for Battery Usage 

 
Figure 7: Membership Function for Memory Utilization 

b) Fuzzy Rules-Base 

It is a set of fuzzy rules that are similar to the way humans 

think. It is the collection of simple If-Then conditions that 

cover all the possible system behavior and conditions.  These 

rules are very important and critical as they define the overall 

system performance. For example, if the CPU Utilization is 

Low, Battery Usage is Low, and Memory Utilization is Low 

too, then there is no need to offload and the tasks will be 

executed on that current device and the output will be Keep. 

Similarly, if the CPU Utilization is High, Battery Usage is 

High, and Memory Utilization is High too then the tasks will 

be offloaded to some other device and the output will be 

Offload. These outputs will be used at the defuzzification 

stage. Some examples of fuzzy rules-base are given in Table 

5.1. The main aim of the work is to reduce the latency so that 

games can run efficiently. 

 

Table 2: Fuzzy Rules 

 Input Variables Output 

Rule CPU 

Utilization 

Memory 

Utilization 

Battery 

Usage 

Output 

Decision 

1 L L L Keep 

2 L L M Keep 

3 L L H Keep 

4 L M L Offload 

5 L M M Keep 

6 L M H Keep 

7 L H L Offload 

8 L H M Offload 

9 L H H Offload 

10 M L L Offload 

11 M L M Keep 

12 M L H Keep 

13 M M L offload 

14 M M M Keep 

15 M M H Keep 

16 M H L Offload 

17 M H M Offload 

18 M H H Offload 

19 H L L Offload 

20 H L M Offload 

21 H L H Offload 

22 H M L Offload 

23 H M M Offload 

24 H M H Offload 

25 H H L Offload 

26 H H M Offload 

27 H H H Offload 
 

3) Defuzzification 

Defuzzification is the process of turning the inference 

engine's fuzzy output into a clear output that may be used for 

control or decision-making. A fuzzy set that depicts the 

degree of membership of the output variable in each of its 

linguistic words is the output of the inference engine in fuzzy 

logic. The output variable Fuzzy Value has two fuzzy 

membership functions, Keep and Offload. The membership 

function for Fuzzy value is shown in Figure 8. The values 

(0,40,80) show the Keep linguistic variable and the values 

(80,95,100) represent the Offload linguistic variable for 

Fuzzy Value. 

4) Defuzzification Techniques 

Defuzzification can be accomplished using a number of 

techniques, including the centroid approach, mean of 

maximum (MOM) method, and smallest of maximum (SOM) 

method, among others. The choice of method relies on the 

particular application and each method has advantages and 

cons of its own. 

 
Figure 8: Defuzzifiction function 

a) Centroid Approach 

One of the most popular defuzzification techniques is the 

centroid approach. In this method, the crisp output is the 
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center of gravity for the set of fuzzy outputs. By averaging 

the values of the output variable over the range of its 

discourse universe, the center of gravity is determined. The 

weights represent the levels of the output variable's 

membership in each of its linguistic phrases. In our work, we 

have used the Centroid method for defuzzification.  

b) MOM Approach 

Another prominent technique for defuzzification is the MOM 

approach. The crisp result for this method is the average of 

the output variable's maximum values across the gamut of its 

discursive universe. This method can be helpful when the 

output variable's membership function contains numerous 

peaks. 

c) SOM Approach 

The SOM method is an easy defuzzification technique that 

chooses the crisp output as the value representing the highest 

degree of membership in the fuzzy output set. This approach 

is helpful when the output variable has a single peak in its 

membership function. 

C. Heuristic Algorithm System 

Heuristic algorithm is a technique or approach that provides a 

practical solution to a problem by using experience, intuition, 

or rules of thumb rather than guaranteeing an optimal or 

perfect solution. Heuristics are often employed when finding 

an optimal solution is computationally expensive or not 

feasible. In our work, the heuristic algorithm system is used 

to find the best device out of all the available devices based 

on some parameters like battery, memory and CPU 

utilization etc. it will check the parameters (CPU Utilization, 

Battery Usage and Memory Usage) of all the available 

devices and will compare them to find the best device with 

maximum value of all the parameters to offload the game 

tasks to. After finding the best device, offloading will take 

place. 

D. Proposed Algorithms 

We have provided two algorithms for offloading purpose. 

Algorithm 1 will keep continuous track of the current device 

(on which the game is being executed) for the parameters 

(CPU_Utilization, Battery_Usage, and Memory_Usage). 

These parameters will be given to the Fuzzy Logic System 

(FLS) as fuzzy input. The FLS will continuously calculate the 

crisp value i.e., Fuzzy value F for these fuzzy inputs as shown 

in Figure 9. Then the calculated fuzzy value will be compared 

with the threshold value that is 80. If the fuzzy value will be 

greater than or equal to the threshold value then the Fuzzy 

Output FO will be Offload, otherwise there will be the output 

of Keep. 

 
Figure 9: Continuous Device Stats and Fuzzy Value 

 
Algorithm 1 will take the device parameters such as CPU, 

memory and battery as input variables. Its output will be 

fuzzy value. It will continuously read the device parameters 

until the game is completed and gives these parameters to the 

FLS. The system will generate a crisp value i.e., fuzzy value 

against theses parameters that will be used by the Algorithm 

2 for offloading decision. 

 
The Algorithm 2 will be executed based on the heuristic 

approach to find the best device based on the parameters 

(CPU_Utilization, Battery_Usage and Memory_Usage). 

These parameters will be used as input. The algorithm will 

 

Algorithm 1: Fuzzy Logic System (FLS) for Offloading  

 

1   INPUT: Current Device  D with its parameters 

                DCPU_Utilization, DBattery_Usage and DMemory_Utilization 

2   OUTPUT: Fuzzy value F for offloading of Current Device D and Fuzzy Output FO 

1. for Current Device D do  

2.         while (Game is not completed) do 

3.  Read Device D parameters  

DCPU_Utilization, DBattery_Usage and DMemory_Utilization 

4.  F = FuzzyLogicSystem (DCPU_Utilization, DBattery_Usage 

and DMemory_Utilization); 
5.                   if F ≤ Threshold  then 

6.                                     FO = Keep 

7.         else 

8.                           if F > Threshold then 

9.                                   FO = Offload 

10.                           end if 

11.                    end if 

12.           end while loop 

13.  end for 
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continuously read the parameters of the available devices and 

compare them as well as choose the best device for 

offloading. Then offloading will take place to that device 

based on FO which is calculated using Algorithm 1. If FO 

will be Keep, the game will be executed on the current 

device. If the FO will be Offload, then the offloading will 

take place to the Best Device. 

V. RESULTS AND DISCUSSION  

Real-time games are concerned with the timely execution of 

tasks in order to reduce latency. The existing system takes 

much time for executing the game tasks. The proposed 

system has achieved the efficient results as compared to the 

existing system. 

A. Fuzzy Rules Graphs 

At first the results of the fuzzy rules are provided. Here we 

have shown only one case of offload decision and one case 

of keep decision. Other rule outputs were also tested and 

graphs were generated.  The figure 10 provides the output of 

each component against Fuzzy Rule # 16.  

if:Battery=’Low’  &&  CPU=’Medium’   &&  

Memory=’High’  Fuzzy=’Offload’ 

The figure shows that when the Battery of Current device is 

low, CPU utilization is medium and Memory utilization is 

high then Fuzzy value shows the value of 80 that is equal to 

the threshold value which means to offload. 

Figure 11 depicts the Fuzzy Rule # 6 which is about to keep. 

 

  

 
 

Figure 10: Output of Battery, CPU, Memory and Fuzzy value 

against rule number 16 to offload decision 

  

 

 
Figure 11: Output of Battery, CPU, Memory and Fuzzy value 

against rule number 6 to keep decision 
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if: Battery=’High’  &&  CPU=’Low’   &&  

Memory=’Medium’  Fuzzy=’Keep’ 

The figure 11 shows that when the Battery of Current device 

is high, CPU utilization is low and Memory utilization is 

medium then Fuzzy value shows the value of 20 that is much 

less than the threshold value which means to keep i.e., there is 

no need of offloading. 

B. Fuzzy based offloading versus no offloading 

Latency is the network delay. We have compared the task 

offloaded to edge and without offloading. For the later case 

the application will be executed on Cloud once the task is 

failed. Delay occurs due to data transmission time over the 

network. Latency factors at cloud levels are high as expected 

as shown in figure 12. 

 
Figure 12: system latency when offloading is used versus no 

offloading 

The second parameter is the bandwidth comparison. For no 

offloading case a high bandwidth is consumed at using the n 

cloud for the failed tasks, where for offloading active 

scenario very low bandwidth is used as the tasks are 

offloaded to nearby edge device. Figure 13 shows the 

bandwidth use for both scenarios.  This shows that the 

proposed system is efficient in latency and bandwidth both.  

 

 
Figure 13: Bandwidth use comparison 

The experiments for game task offloading were performed on 

the existing system that is a simple system without having 

any sort of offloading technique or any backup and our 

proposed system having heuristic based offloading. We have 

calculated the performance of the proposed system on the 

basis of task completion. In each setup we have executed 

different number of game tasks starting from single task to 5 

task based game. And against each execution the execution 

time is compared. This result is presented in the figure 14.  

 

 
Figure 14: working with number of game tasks 

The results show that offloading between edge devices 

reduces the overall latency as well as makes the system 

efficiency as compared to offloading to the cloud. 

VI. CONCLUSION  

Video games are getting famous day by day attracting the 

business community to invest in the computer based games. 

This require that a game should execute on the system that is 

available and provide low latency. As cloud have high 

latency edge computing can provide resources enough to 

execute games successfully. At same these edge devices are 

limited in power, battery, and computation constraints. So, 

sometime require to offload the tasks of these games to some 

other edge devices available in the vicinity as the games 

cannot bear latency. Offloading a task to the cloud is the 

default choice but increases the latency and cost. Hence a 

heuristic based offloading system is proposed that uses fuzzy 

logic at its base to decide when to make and offload decision.  

The results show that a game tasks can be executed in the ege 

computing environment successfully. This will help to 

increase the response time and the efficiency will also be 

increased. At the same time the edge nodes are resource 

limited nodes so the bottleneck can be detected successfully 

using lightweight fuzzy logic system. And once the 

bottleneck exists offloading to some resource free edge node 

can be performed. This can be handled efficiently as 

normally the redundant smart devices available in the vicinity 

can act as the edge device when required. This will reduce the 

overall latency and ensure the system availability as well.  

In the future, more parameters like Network bandwidth, Task 

priority, and Latency delay can be considered to make the 

system more efficient. Moreover, the proposed work can be 

applied on the different fields i.e., in Real-time health 

systems etc. More resources   like Graphical Processing Units 

(GPUs) and Field Programmable Gate Arrays (FPGAs) can 

be considered for the games that require intensive 

computation. 
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